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Abstract – Energy efficiency in mobile computing is really an 
important issue these days. Owing to the popularity and 
prevalence of Android operating system among the people, a great 
number of Android smartphone applications have been developed 
and proliferated by the software developers. While developing 
these applications, developers have to keep energy consumption 
factor in mind, as the efficiency of an application is largely affected 
by it. Thus, designers and programmers endeavour to choose the 
best designing approaches to develop energy-efficient applications. 
It is imperative to assist the programmers in choosing appropriate 
techniques and strategies to manage power consumption. In the 
present research, we have investigated the effect of Android 
application design on its energy utilisation. For this purpose, we 
have practically implemented design patterns on two Android 
applications and evaluated their energy consumption before and 
after implementing these patterns. We have modelled the high-
level design of these two Android applications by using software 
design patterns in such a way as to abate their energy requirement. 
We have also checked how the quality, maintainability, and 
efficiency of code are affected by these design patterns. The 
outcomes of the research can facilitate programmers to utilise 
these details while developing energy efficient solutions. 

 
Keywords – Energy efficiency, green computing, green design, 

software design, software maintenance. 

I. INTRODUCTION 

The efficiency of a mobile application is a considerable 
factor during the development of mobile phone applications. 
We do not regard a developed application as an efficient one if 
it just performs all of its required functions and tasks. Other 
nonfunctional quality attributes of software like maintenance 
and performance are also considered while developing mobile 
applications [1]. Maintenance specifically means how one can 
easily retest the application by understanding and modifying it. 
Sometimes, it is difficult to maintain the applications and, in 
some cases, the applications are even unmaintainable. 
Therefore, it is necessary to concentrate on the maintenance 
aspect when a software application is in the development 
process. Its benefit is that if we need a modification in a 
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software application, we can achieve it at a small cost, less time 
and less work. 

The performance of an application implies how effectively 
and efficiently it works and how much it satisfies its users. In 
the present research, we have specifically focused on 
application performance in terms of power management. 
Performance is an important aspect to concentrate on, for 
effective solution delivery. Poor delivery of solutions is owing 
to poor performance, which results in a loss of money [2]. 
Nowadays smart devices lack permanent power having 
rechargeable batteries only. The effect of our proposed solution 
on batteries of mobile devices is well under consideration. 

We have analysed two different types of open-source 
Android applications, which are named AppLocker and Gergek 
applications. The source code of these Android applications is 
collected from different online repositories of GitHub. 
AppLocker and Gergek have 7 thousand and 8 thousand lines 
of code (LOC), respectively. The number of classes (NOC) in 
the source code of both (AppLocker and Gergek) applications 
are 36 and 45, which shows that the nature of the source code 
is very complex. AppLocker application works as a security 
lock of an application, in which a user can select multiple 
applications that are already installed in the mobile device to 
secure them from un-authentic access so that no one can open 
and steal the data of that application without the permission of 
the administrator. If someone tries to open it, a pop-up window 
appears, which takes command for authentication of 
administrator’s rights. This application works continuously in 
the system background, and it maintains a list of all the selected 
applications, which have been marked by the device 
administrator in order to secure these. The role of the 
application is to confirm the name of the foreground running 
application from the list of the marked applications, which has 
been selected by the user. If it is present in that marked list, then 
it gives an authentication pop-up to authenticate the user. In 
Gergek, the application gives a reminder to the user when to 
water the house plants. There are a number of plants in a house, 
which are different in size. These plants need water on different 

https://doi.org/10.2478/acss-2021-0001
http://creativecommons.org/licenses/by/4.0
mailto:Awais@gcu.edu.pk


Applied Computer Systems 
_________________________________________________________________________________________________2021/26 
 

2 
 

days and at different intervals of time accordingly. The user of 
the application selects the watering schedule for all plants 
according to the plant type. The user sets the period, due days 
and overdue days of watering for all the plants according to 
their types. After scheduling the plan of watering, the 
application continuously checks when the period becomes over 
and the first day of due days starts. Then it gives a reminder to 
the user that this specific plant needs water. If the user does not 
take notice of these reminders, then it starts to calculate the 
days, as the overdue day starts it gives warning to the user with 
a dying percentage of that specific plant according to the 
counting of due days and overdue days. 

To evaluate the maintainability and performance of these 
Android mobile applications, we have implemented different 
design patterns, i.e., Observer, Singleton, Facade, Abstract 
Factory, and Template on them. We have used two copies of 
each application. One copy is used to check the implementation 
and impact of design patterns on this application, whereas the 
other copy remains without the implementation of design 
patterns. We are going to evaluate and compare the 
performance and maintainability of these two copies of 
applications. Model-View-Controller architectural pattern has 
been used to develop these applications. It is important to go 
through some key characteristics of software application 
development. The application source code ought to be simple, 
well-structured, lucid, proficient, testable and self-reported. 
Software engineers invest a large portion of time in redesigning, 
altering and upgrading the software applications. This requires 
much effort, time and cost that can be decreased simply by 
using better techniques during the development of software [3]. 
Design patterns are the generally reusable substitute of 
normally occurring problems. Design patterns can be utilized in 
software development as they are effectively created and tried 
solutions. Programmers implement these pre-tested design 
patterns easily during the development, rather than reinventing 
new solutions. Development of software application can get 
easier by utilising these design patterns. These are even proven 
to give more reusable and maintainable code actually. Design 
patterns are the ‘basic language’ for programmers regardless of 
the language they use for programming. 

Developing a mobile application is a complicated task since 
there are numerous aspects and factors that need to be 
considered to achieve the specified quality attributes. Mobile 
devices are evolving very quickly in terms of hardware. A lot 
of new sensors and new technologies are launched as part of 
mobile devices. Various types of mobile devices are available 
on the market. These differ in length, width, display resolutions, 
operating systems, processor speed, storage capacity, and 
battery backup. However, one common problem in all cellular 
devices is the modicum battery back-up. Mobile devices 
possess limited computing resources and capability. Hence, 
complex software, which in turn consumes a large number of 
resources, cannot run well on cellular devices. As a result, it 
needs exigency of time to develop such kind of applications, 
which abate the energy consumption problem as well as give 
high performance. Our research contribution consists of an 

evaluation of the design pattern impacts on application 
performance, i.e., energy consumption and code maintenance. 

Based on the problem statement, below are some research 
questions which we are going to investigate in our research. 
• What impact the Design Patterns have on energy 

consumption/performance of Android applications? 
• Can we attain the desired maintainability of applications 

by the implementation of design patterns? 
• How much design patterns would be effective in Android 

application development? 
• Can we ignore the maintenance of application over the 

performance of the application? 
 
To perform our analysis, we have used two different open-

source Android applications and applied some design patterns 
from Gang of Four [4]. We have chosen five most commonly 
used design patterns based on our personal experience, i.e., 
Facade, Observer, Abstract Factory, Singleton, and Template 
pattern. This way we are able to cover all the three 
classifications of design patterns, i.e., Structural design 
patterns, Creational design patterns, and Behavioural design 
patterns. Structural design patterns simplify the structure by 
identifying the relationships and deal with how classes and 
objects can be composed, to form larger structures. Our chosen 
Facade pattern belongs to this category. Creational design 
patterns discourage hard-coded solution and provide a 
mechanism to make decision at the time of instantiation of a 
class (i.e., creating an object of a class) providing a more 
general and flexible approach. Our chosen Abstract Factory 
pattern, Singleton pattern belong to this category. Behavioural 
design patterns provide a mechanism that objects are loosely 
coupled and are still able to communicate with each other 
providing an efficient way of interaction and responsibility of 
objects. Our chosen Observer Pattern, Template pattern belong 
to this category. The architectural style followed in both 
Android applications is Model-View-Controller (MVC). The 
tools used to apply these design patterns and bring changes in 
these open-source Android applications are android studio and 
eclipse IDE. The goal of the research is to analyse and verify 
the impacts of design patterns on Android applications. For this 
purpose, we have conducted an empirical investigation to 
examine application maintenance and performance. 
Maintenance has been measured by quality metrics plug in such 
as Metrics Reloaded [5].  Performance in terms of energy 
consumption has been monitored using sophisticated Android 
application, Power Tutor-App and Power Tutor Pro-App, 
developed at the University of Michigan. Power Tutor is a 
power estimating mobile application that informs smartphone 
users and developers of the energy consumed by different apps. 
The billed power model in Power Tutor includes six elements: 
CPU and LCD in addition to GPS, Wi-Fi, audio, and cellular 
interfaces. For 10-second intervals, it is accurate up to 0.8 % 
typically with at most 2.5 % error [8]. The performance of 
AppLocker and Gergek, before and after implementing design 
patterns, has been measured by using the above-mentioned 
power monitoring applications. This has been done on a 
handheld Android device for a fixed interval of time. The 
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device uses a normal battery for its power. Other hardware 
specifications of this device are given in Table II. 

II. THE PROPOSED EVALUATION STRATEGY AND TOOL USAGE 

We have relied on quality metrics plug in for maintenance 
factor, i.e., Metrics Reloaded [5] for Lines of codes, Cyclomatic 
complexity and the number of classes. For performance 
measurement, we have monitored the result of design pattern 
implemented application after its execution time. We finally 
affirm that the outcomes produced by these design pattern 
implemented Android applications are positive, after analysing 
the results of power profiler applications and quality metrics in 
terms of Cyclomatic complexity, Lines of codes, object creation 
and the number of classes. Code quality gets better simply by 
the use of design patterns. When we evaluate the performance 
of every single design pattern implemented applications against 
those which are not using design patterns, we notice that some 
design patterns produce a negative impact on performance by 
increasing the energy consumption and some of these design 
patterns produce a positive impact on the performance of 
application by curtailing the energy consumption and CPU 
usage. From the obtained results generated by quality metrics 
and power profiler applications, we finally maintain that the use 
of design pattern improves the code quality. We suggest that 
programmers should be aware of design pattern advantages and 
disadvantages so that they can use/implement the appropriate 
design pattern in software development to produce good quality 
software or application in terms of performance and 
maintenance. We additionally recommend that a poorly 
composed code may also be rewritten simply by using design 
patterns. In order to prevent performance and maintenance 
issues, we can use design patterns with caution. 

Power Tutor is an application for Google Android phones, 
developed at Michigan State University. It displays the energy 
utilised by major system parts such as CPU, network interface, 
screen, GPS navigation receiver, and various running 
applications. This application enables software programmers to 
visualise the effect of design adjustments on power 
consumption. Application end users may also make use of it to 
regulate how their activities affect the battery life cycle. Power 
Tutor runs on the energy usage model designed by direct 
measurements within the careful control of device power 
administration states. This model generally gives power usage 
estimates within 5 % of actual cost. A configurable screen for 
power consumption background is provided. It offers users a 
text-file based result containing detailed outcomes. Energy 
utilisation of any application can be checked by Power Tutor 
application. 

III. PRELIMINARIES 

In this section, we provide a summarised overview of the 
structural design patterns that we have used for the analysis of 
energy consumption. These patterns are useful for building the 
structure and therefore enhance the maintenance of the system. 

A. Facade Pattern 
The Facade design pattern provides a standard single 

interface to multiple interfaces in a subsystem. The interface 
created by the Facade pattern is a very advanced interface, 
which makes the subsystems easier to use. The Facade pattern 
reduces the overall complexity of a system, simply by 
encapsulating the subsystem with a simple facade class and by 
decoupling the client from the subsystem. Now if a client wants 
to connect to the system, then it only communicates with the 
system through the Facade interface. Without Facade, a client 
has to be interacting at many places for communication purpose 
with the subsystem. It separates the subsystem from the client; 
therefore, the complexity of the subsystem is reduced due to the 
decoupling. A standard working of the Facade pattern is 
presented in Fig. 1. A client connects to the subsystem with the 
help of Facade interface. Subsystem contains methods, which 
perform some functionality of the application, and clients use 
Facade interface class to connect with these subsystems. 

 

Fig. 1. Facade pattern UML diagram [4]. 

 

Fig. 2. Facade pattern UML diagram [4]. 
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Fig. 3. Observer pattern UML diagram [4]. 

B. Singleton Pattern 
Singleton design pattern makes sure that a class does not 

have more than one instance and provides a single point of 
access to it at every point in the source code. It is utilised as a 
language approach in object building. Usually, an object 
requires being instantiated a lot of times in the application 
lifecycle. In an application, the same type of object is created 
multiple times, which is a resource demanding procedure. 
Singleton makes sure that only a single object instance is 
created in the application lifecycle and gives a way to access it. 
When someone wants the object of the singleton class, it is 
created for the first time and then the created object is used 
multiple times in the application. The overall working of 
Singleton design is presented in UML form in Fig. 2. 

C. Observer Pattern 
In some situations, it is important to inform a lot of objects 

regarding some situation within the application. By using the 
Observer pattern, we can handle these types of situations, in 
which it is important to transmit notices regarding a specific 
thing to the several object instances in the application software. 
Observer pattern describes one-to-many relationships among 
several objects to ensure that if the state of an object is changed, 
then all of the objects which are dependent on it change 
themselves instantly. The standard UML diagram of the 
Observer design pattern is presented in Fig. 3. The most 
important objects employed in the Observer pattern are 
observer and subject. Subject contains a group of observers. All 
the groups of observers which are in a subject are notified when 
the state of the subject is changed. The observer is coordinated 
with the subject state. 

D. Abstract Factory Pattern 
The Abstract Factory design pattern is the Creational design 

pattern. It gives a framework, which enables everyone to create 
objects that adopt an overall pattern. Therefore, at execution 
time, the Abstract Factory is certainly combined with any 
preferred concrete factory that may produce items of a preferred 
type. UML representation of the Abstract Factory design 
pattern is presented in Fig. 4. Abstract Factory gives interfaces 

for creating groups of identical or reliant objects without 
mentioning their concrete implementation detail. Client 
software makes a concrete implementation of the Abstract 
Factory and then utilizes the general interfaces to produce the 
concrete objects that are composed of the group of objects. The 
clients do not have any knowledge that they get which object 
from concrete factories as it only utilises the general interface 
of the product. 

E. Template Pattern 
In some cases, we need to fix the sequence of procedures that 

a function uses, but let subclasses give their own personal 
implementations by applying the same sequence of procedures. 
This Template pattern gives a sequence of procedures in a 
function, and defines the implementation of this function in 
subclasses. Representation of the UML diagram of the 
Template pattern is given in Fig. 5. In the Template pattern, 
there is an abstract class which contains the Template function. 
Template function should contain specific actions whose 
sequence is usually fixed and for a few of the functions, the 
implementation of the Template method is different from the 
bottom class to top class. In the Template method technique, the 
template function should be declared final to fix the sequence 
of actions. The majority of the time, subclasses call functions 
from superclass; however, in Template design pattern, 
superclass calls the template function from subclasses. 
Functions in the base class with standard implementation are 
known as Hooks, plus they are meant to be overridden by 
subclasses. 

 

Fig. 4. Abstract Factory pattern UML diagram [4]. 
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Fig. 5. Template Pattern UML diagram [4]. 

IV. RELATED WORK 

The conservation of energy by making energy saving mobile 
applications is a hot area of research. Many energy conscious 
techniques make an effort to reduce energy consumption by 
replacing hardware components [6], and some other techniques 
use the handling of energy requirements. It is described in [7] 
that a basic replacement of the resources between CPU and 
memory space helps decrease the quantity of energy needed. 
The authors in [8] say that battery operated mobiles and inlay 
system devices highly depend upon the energy usage of the 
involved components. They have also pointed out the fact that 
processing less information requires less energy, and also 
presented a setup for measuring the energy requirements of the 
core (CPU) and memory space of a micro-controller structured 
system by working on sorting algorithms. Energy statistics for 
software application depend on hardware based or software 
based methods [9]. An approach to producing energy source 
models for mobile devices utilising the smart battery software 
accompanied by methods to achieve reliability has been 
presented in [10]. A power producing scheme with execution to 
enable fine-grained energy processing has been presented in 
[11]. The effect of applying design patterns onto performance 
is investigated in [12], also a procedure for choosing design 
patterns is provided. A strategy for mapping software design to 
power utilisation is provided in [13], as well as the results of 
using this strategy on diverse software implementations are 
presented. 

Power analysis of embedded software is given in [14], 
according to this research, it is the software that plays a key role 
in power utilisation. In [15], it is identified that energy can be 
reduced to 40 % just by rewriting the code on an Intel-based 
system. It is also identified that the CPU and memory system 
energy can be reduced by code compilation. In [16], it is 
expressed that a system is composed of both software and 
hardware components where software controls the hardware. 
Thus, steps taken during program design have a critical effect 
on the energy usage of the processor. The same concept is given 
in [17], which states that by changing software design and 
quality using software engineering techniques we can optimise 
energy consumption. The researchers in [18] are of the view 
that it is important to provide a correct set of tools to 

programmers and designers so that they are able to make better 
the process of energy conscious programming. SEEP presents 
a programming framework that helps programmers and 
designers in energy conscious programming [19]. The research 
conducted in [20] suggests that for developing high-standard 
and high-quality software, it is important to create a test case 
scenario in order to compare different version or release for 
energy consumption. The factors like warming, greenhouse gas 
footprint or energy usage have to be viewed as for the durability 
of the process of software production. In [21], the authors have 
presented standard techniques for the measurement of energy 
consumption of application running on mobile devices. These 
standard techniques include a set of requisites, an 
implementation and an API, which give three totally different 
measurement methods resulting in accuracy. In [22], the 
authors have given energy profiler; the first energy profiler for 
mobile phone applications examines the profiling of 
applications running on smartphones. Energy profiler finds that 
65 % to 70 % energy of applications is wasted on a third-party 
advertising campaign. They also have found multiple bugs of 
“wakelock”, which are part of the bugs belonging to “energy” 
in smartphone applications. They have also realised the 
appropriate position of these bugs in the source code of 
applications. In [23], a strategy is given by which an application 
can find its energy consumption according to the pairing of 
energy-related software and hardware constraints. Also in [24], 
it is argued that the design process of the embedded system can 
be helpful in estimating the energy consumption. In [25], the 
researchers have presented a model-based architectural 
approach for the analysis of energy efficiency. This model can 
be run with architecture models and it performs an analysis at 
the architecture level to calculate the power consumption of the 
model software system. The authors of [26] have stated that 
energy efficiency can conflict with the quality of design. It is 
imperative to consider energy efficiency when improving or 
developing the design of a mobile application. They have 
performed an analysis on different mobile applications by an 
anti-pattern approach. They have also found that the 
applications containing anti-patterns can be refracted and gave 
positive results. The works by [27] and [41] have revealed that 
any change in the system call of an application profile can affect 
the energy consumption of that application. The authors have 
also discussed a tool, which systematically checks and analyses 
the system call of an application and detects whether there is a 
change in energy consumption of the application. 

The authors of [28] have told us that a number of users 
nowadays increasingly demand high-performance computing 
solutions being able to address sustainability and limit power 
consumption. They have also given an HDFS approach, a 
hybrid storage mechanism, which uses hard disk and solid-state 
disk combination to get better performance and save energy. 
The researchers in [29] have identified that the developers have 
less information regarding energy efficiency and lack 
information about the best techniques to decrease software 
energy utilisation, and are typically unclear about how software 
utilises energy. In [30], [39], [40], the authors have delineated 
the challenges that end users face and the greatest 
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responsibilities they have for their mobile phone energy 
utilisation. Using many situations, the writers have presented 
that performing an activity can use pretty much energy 
depending upon the user’s preferences and software options. In 
the work presented in [31], the authors have given a 
demonstration and implementation of Green-Miner to measure 
the energy utilisation of smartphones. It simplifies the 
application assessment, and the results of this assessment are 
reported back again to experts and developers. In [32], the 
researchers have recommended a programming tool eLens to 
calculate the power utilisation of Android applications. This 
tool is in a position to calculate the billed power consumption 
of actual applications up to 10 % of ground-truth 
measurements. 

The work of [33] has recommended a refactoring strategy to 
make improvements in energy utilisation of similar software 
systems. They have used this refactoring strategy on 15 open 
resource projects and experienced an energy reduction of 12 %. 
Moreover, [34] has explored the effect of six generally used 
refactoring on about 197 applications. The overall results of 
their research have verified that refactoring effects energy 
utilisation and it can either boost or reduce the quantity of 
energy utilised by an application. Their results have also 
displayed the necessity for energy-conscious refactoring 
techniques, which can be included in IDEs. Similarly, the 
researchers in [35] have studied the way in which the inline 
method refactoring affects the energy consumption of three 
embedded software applications developed in Java. The results 
of their research present that inline methods can maximise 
energy utilisation occasionally while reducing it in all others. In 
[36], a scientific study has been carried out concentrating on the 
singular and joint performance effects of three Android 
performance anti-patterns, on two open-source Android 
applications. The writers have considered the overall 
performance of the original and fixed programs on a prevalent 
user case test. 

V. THE PROPOSED APPROACH AND IMPLEMENTATION DETAILS 

In the preceding section, we briefly discussed the design 
patterns that we are going to use in our research. In this section, 
we now elaborate the implementation details of these design 
patterns on our chosen open-source Android applications. 
These design patterns are Singleton, Facade, Observer, 
Template and Abstract Factory. We will discuss the individual 
and combined results of each of the design patterns after 
implementing them on both the AppLocker and Gergek 
Android applications. Application energy consumption, i.e., an 
indication of its efficiency, has been measured by Android 
power profiler applications named Power Tutor and Power 
Tutor Pro [37]. Both android applications (AppLocker and 
Gergek) have been tested on a physical Android device and the 
hardware details of the device are given in Table I. For 
measuring the maintainability metrics of both Android 
application source codes, we have used Metrics Reloaded and 
Metrics. Overall, we have used the metrics of Energy 
Consumption (EC), Cyclomatic Complexity (CC), Line of 
Code (LOC) and also the number of classes (NOC). 

TABLE I 
SAMSUNG GALAXY NOTE 4 HARDWARE DETAILS 

Component Name Related Detail 

O.S 6.0.1 (Marshmallow) 

Chipset Qualcomm APQ8084 Snapdragon 805 
Exynos 5433 

CPU Quad-Core 2.7 GHz Krait 450-Snapdragon 
805 Octa-Core (4 × 1.3 GHz CortexA53 and 

4 × 1.9 GHz Cortex-A57) – Exynos 5433 

Battery Removable Li-Ion 3220 mAH battery 

RAM 3GB 

 
Our selected Android applications have been developed in 

the Java programming language by following the MVC 
Structural pattern. We have implemented Singleton, Facade, 
Observer, Template and Abstract Factory design patterns on 
(AppLocker and Gergek) Android applications. 

A. Results before the Implementation of Design Patterns 
Before the implementation of any design pattern, we 

executed both applications for a fixed time (fifteen minutes) on 
the Android device and measured the energy consumption with 
the help of Power Tutor and Power Tutor Pro applications. We 
then measured the CC, NOC, and LOC as a maintainability 
factor of both applications. The values of positive 
maintainability are given below. 
• The standard value of Cyclomatic Complexity given by 

McCabe is 10 for low-risk applications and between 11 
and 30 for moderate risk applications [38]. 

• An increase in the Line of Code may affect the testability, 
understandability and reduce the maintainability of the 
code. 

• An increase in the number of classes also increases the 
complexity of the classes and source code, but it decreases 
the dependency of classes. 

Before implementing the decided design patterns, we noted 
the results of power consumption of applications using Power 
profiler application. The obtained values along with the values 
of maintainability metrics are given in Tables II and III. 
Average Cyclomatic Complexity of both applications is greater 
than 10, which means that the code is very complex and 
testability is very low. In the long run, very high cost and effort 
are required for the maintenance of code. 

TABLE II 
APPLOCKER APPLICATION MEASUREMENT BEFORE DESIGN PATTERN 

IMPLEMENTATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 107.9 7035 33 36 

Power Tutor Pro 101 7035 33 36 

TABLE III 
GERGEK APPLICATION MEASUREMENT BEFORE DESIGN PATTERN 

IMPLEMENTATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 35.4 8392 35 45 

Power Tutor Pro 86.0 8392 35 45 
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VI. DESIGN PATTERN IMPLEMENTATION 

In this section, we elaborate the impact of each design pattern 
implementation one by one on both applications. 

A. Implementation of Singleton Pattern 
We performed a deep analysis of the source codes of both 

applications and found out that there were two classes in the 
source code on which we could apply the Singleton pattern. 
Methods in these classes perform multiple tasks and save the 
state of application activities, boolean flags and some other 
temporary variable values in shared preferences. We observed 
that there was no need for more than one object instance 
initiation of these two classes for both applications. The access 
modifier of default constructor has been turned to private so that 
no other class can access it from outside the Singleton class. 
After the implementation of Singleton pattern and execution of 
both applications for 15 minutes, the results obtained are 
presented in Tables IV and V. From table values, we learn that 
after the implementation of Singleton pattern the value of 
energy consumption of both applications has increased. The 
number of classes remained consistent for both applications and 
there is no major increase in the lines of code. 

TABLE IV 
 RESULTS AFTER SINGLETON PATTERN IMPLEMENTATION ON APPLOCKER 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 118.8 7082 34 36 

Power Tutor Pro 110.1 7082 34 36 

TABLE V 
RESULTS AFTER SINGLETON PATTERN IMPLEMENTATION ON GERGEK 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 84.8 8569 33 45 

Power Tutor Pro 176.6 8569 33 45 

 
However, the average CC of AppLocker application has 

increased but decreased for Gergek application, which means 
that after the implementation of Singleton pattern the overall 
code has become more complex in AppLocker, but it is reverse 
in Gergek. 

B. Implementation of Observer Pattern 
In Gergek application, there are three asynchronous services 

which are running in the background continuously to monitor a 
specific variation in time. These services contain extra methods 
that are triggered after a specific time and these methods are 
executed during the A-sync service execution. These methods 
put a huge load on the service execution cycle and we cannot 
write these methods outside of the service class as these are the 
most important part of the service. We have applied the 
Observer pattern on these service classes and, for this purpose, 
three additional classes have been created and registered as an 
observer in the Observer pattern. The main function of these 
classes is just to monitor the specific change in time when all 
the a-sync service classes are interested. By discontinuing the 
execution of these services we can allow the Observer pattern 

to monitor the change in time. When a change occurs, the 
update method of observer resumes the paused service and lets 
it carry out its basic tasks again. By using Observer pattern, we 
reduce the complexity of service class and also reduce the huge 
load on the service execution cycle. In AppLocker application, 
there is only a single background service to allow and disallow 
the restricted application access. This service maintains a list of 
applications that are restricted in the device and we have applied 
the Observer pattern on this service. For this purpose, we have 
created a class that registers itself as an observer and monitors 
the change in the state of the mobile device. When the device is 
in a locked or idle state, this observer stops the service 
execution and restarts it again when the device comes in the 
unlocked state. 

Results obtained after the Observer pattern implementation, 
and execution of both applications for 15 minutes are presented 
in Tables VI and VII. From these table values, it clear that the 
Observer pattern has a good impact on the energy consumption 
of both applications as it is reduced. However, after the 
implementation of the design pattern in Applocker application, 
the number of classes has dropped. On the contrary, in Gergek 
application, the number of classes has increased. This reduction 
in classes has caused a reduction in the Cyclomatic Complexity 
of AppLocker application. For Gergek application, however, 
the Cyclomatic Complexity of the source code is not changed. 
LOC is decreased for AppLocker application, which is good 
from the maintenance point of view, but it is increased for 
Gergek application. The increase in LOC is due to an increase 
in the number of classes, which shows that in Gergek 
application classes are more complex compared to AppLocker. 

TABLE VI 
RESULTS AFTER OBSERVER PATTERN IMPLEMENTATION ON APPLOCKER 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 11.5 2011 31.5 29 

Power Tutor Pro 8.4 2011 31.5 29 

TABLE VII 
 RESULTS AFTER OBSERVER PATTERN IMPLEMENTATION ON GERGEK 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 5 8603 35 51 

Power Tutor Pro 7 8603 35 51 

 

C. Implementation of Facade Pattern 
In Gergek application, we have attempted to implement the 

Facade pattern on the activity class. For proper execution of 
services, multiple objects are created and a number of 
parameters are initialised before the initiation of these services. 
These objects and parameters play an important role in 
performing the tasks for which these services are initiated. 
Facade pattern manages the initiation of these objects and 
parameters, as well as manages the execution of these services 
without affecting the structure of an activity class. In 
AppLocker application, we have implemented the Facade 
pattern on the classes, which manage the application log event 
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detail and activity log event detail for tracking the proper log 
detail of the whole application. We created a Facade pattern 
interface and made both classes implement that interface. The 
activity class that wants to save the log event detail can use a 
single log event controller class object and can perform the 
functionality of both classes more conveniently. 

Facade pattern has imparted a positive impact on both 
applications. Results obtained from the two power profiler 
applications (Power Tutor, Power Tutor Pro) after Facade 
pattern implementation are given in Tables VIII and IX. The 
results show a clear reduction in energy consumption of both 
applications. Average CC of AppLocker application code has 
also been decreased showing that after the implementation 
coding errors in the source code are reduced. However, for 
Gergek application the source code average CC remains the 
same. Thus, it may be predicted that Gergek source code 
contains more coding errors than the AppLocker source code. 
The NOC and LOC have increased for both applications 
though. 

TABLE VIII 
RESULTS AFTER FACADE PATTERN IMPLEMENTATION ON APPLOCKER 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 83 7138 30.25 43 

Power Tutor Pro 71.8 7138 30.25 43 

TABLE IX 
RESULTS AFTER FACADE PATTERN IMPLEMENTATION ON GERGEK 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 16.3 8491 35 50 

Power Tutor Pro 33 8491 35 50 

D. Implementation of Template Pattern 
In the source code of both AppLocker and Gergek 

applications, the activity classes responsible for the initiation of 
background services do a lot of work for service initiation. By 
using the Template pattern, we can overcome the complexity 
and responsibility of an activity class and can also reduce the 
load of an activity class life cycle. Since an activity class 
provides an interface to interact with the application, by putting 
a huge load on activity lifecycle, the application can go to a not-
responding-state. This will result in poor usability from the 
user’s perspective. 

The results obtained after the implementation of the 
Template pattern are presented in Tables X and XI. After 
execution of the AppLocker application for 15 minutes, the 
results show that Template pattern has a good impact on energy 
consumption as it is reduced. On the contrary, in Gergek 
application it has increased. The NOC in AppLocker 
application has slightly increased showing that there is no major 
change in the NOC. We have obtained similar results for the 
Gergek application as there is no significant change in the NOC. 
Average CC of AppLocker application has reduced, but in 
Gergek app there is no change in it. However, LOC has 
increased in both applications. 

 

TABLE X 
RESULTS AFTER TEMPLATE PATTERN IMPLEMENTATION ON APPLOCKER 

APPLICATION. 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 32.6 7128 30.25 38 

Power Tutor Pro 58.1 7128 30.25 38 

TABLE XI 
RESULTS AFTER TEMPLATE PATTERN IMPLEMENTATION ON GERGEK 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 109.6 8509 35 49 

Power Tutor Pro 162.7 8503 35 49 

E. Implementation of Abstract Factory Pattern 
Abstract Factory pattern provides an interface, which 

manages the creation of appropriate objects of a factory without 
indicating their classes clearly. A class, which starts the 
background services, decides at runtime which type of service 
it should initiate, and what type of objects and data is required 
by this particular type of service for its execution. We have 
implemented the Abstract Factory pattern on this class; now this 
class only uses the appropriate object created by a particular 
factory for a particular service. All the decisions that are taken 
before the initiation of a particular service are now handled in a 
particular factory. The only responsibility of the service starter 
class is just to call an appropriate factory for service initiation 
and it starts the particular service without creating a different 
type of object and parameter initialisation. 

After the Abstract Factory pattern implementation, the 
obtained results are provided in Tables XII and XIII. Abstract 
Factory pattern has produced a good impact on the energy 
consumption of both Android applications as it is dramatically 
reduced. The NOC has been increased in both applications but 
not that much. The Average CC has reduced in the AppLocker 
application, but in Gergek application there is neither positive 
nor negative change in it. It may be predicted that the 
AppLocker source code has fewer coding errors than the 
Gergek source code. There is a noticeable increase in LOC of 
both applications. Although there is a decrease in average 
energy consumption for both applications, but an increase in 
NOC and LOC makes the source code very complex, which is 
not good for the maintainability factor of the source code. 

TABLE XII 
RESULTS AFTER ABSTRACT FACTORY PATTERN IMPLEMENTATION ON 

APPLOCKER 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 40.7 7275 31.5 43 

Power Tutor Pro 29 7275 31.5 43 

TABLE XIII 
RESULTS AFTER ABSTRACT FACTORY PATTERN IMPLEMENTATION ON 

GERGEK APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 19.1 8620 35 55 

Power Tutor Pro 29.3 8620 35 55 

 



Applied Computer Systems 
_________________________________________________________________________________________________2021/26 
 

9 
 

F. Implementation of All the Combined Patterns 
After implementing each design pattern separately, we have 

implemented multiple design patterns simultaneously on the 
AppLocker application to check the effect of combined 
patterns. This approach will help us to find if any of these 
patterns has a contradictory effect on energy consumption or 
code complexity. It is rare that in industry we use so many 
patterns in a single application. However, we did not find any 
attempt in previous work in which these patterns were all 
combined in a single application. This is very important for a 
large code base, in which multiple patterns can be implemented. 
We need results that show how combined pattern 
implementation will have a positive impact. Since a lot of effort 
is required to implement all of these pattern combined, there is 
a need to make sure that the amount of effort required is less 
than the benefit obtained. Therefore, we chose Facade, 
Template and Singleton design patterns. After the 
implementation of these patterns and running the application 
for 15 minutes, we monitored the energy consumption using 
power Tutor and Power Tutor Pro applications. The results of 
our observation are presented in Table XIV. 

TABLE XIV 
RESULTS AFTER COMBINED PATTERN IMPLEMENTATION ON APPLOCKER 

APPLICATION 

Power Profiler EC LOC Avg CC NOC 

Power Tutor 105.7 14441 27.56 41 

Power Tutor Pro 92.8 14441 27.56 41 

 
From these results, it is clear that after the implementation of 

the combined pattern on AppLocker application the energy 
consumption has decreased. The number of classes has 
increased and it is good for maintainability of the source code, 
as when the number of classes increases, the responsibility of 
all the classes decreases. Average CC of the source code has 
also decreased, which is also good for maintainability as a low 
value indicates that the source code has fewer coding errors. 
Noticeably, LOC has increased and it is almost double the 
original value. This increase in LOC can create a problem in the 
long run for source code maintenance. 

VII. DISCUSSION AND FUTURE WORK 

In the present research, we have investigated the effects of 
different design patterns on the energy consumption of two 
different android applications. We have also investigated 
whether the maintainability related issues are curtailed or not in 
the source code of these applications. From the obtained values, 
we see that the values of energy consumption have increased 
after the implementation of the Singleton pattern. We can say 
that the Singleton pattern puts a negative effect on the energy 
consumption of the application. This could be because in the 
Singleton pattern an object remains present in memory during 
the lifecycle of an application. This is opposed to lazy 
instantiation where an object is created on demand. In the same 
way, the results obtained after the template pattern 
implementation are not consistent. The energy consumption has 
increased in Gergek application, while in AppLocker app it has 

reduced. The increase in energy consumption for the Gergk 
application may be due to an increase in the number of classes. 
The increase in the number of classes before template pattern 
implementation is due to reducing the responsibilities of 
classes, so that the Template pattern can be implemented. 
Facade, Abstract Factory and Observer pattern implementation 
has reduced the energy consumption of both applications 
though. In case of Abstract Factory this is because rather than 
passing object references among classes, now we have a single 
place to get the required objects. The Observer pattern has the 
highest level of reduction in energy consumption. This is due to 
the nature of the changes made for the implementation of 
pattern. Now if any objects need to get notified of any event of 
interest there is no need to continuously enquire other objects. 
In case that event occurs the object is notified by the Observer. 
For those classes in which a lot of events related to background 
tasks are performed, it is specially recommended to implement 
Observer pattern. The use of Facade pattern has lower energy 
consumption because the interaction among classes is reduced 
significantly. Facade contains the business logic of application 
and becomes the center point of interaction. All the business 
logic related activities are now performed in Facade resulting 
in reduced interaction among classes. This means a fewer 
number of temporary objects are created that are required for 
pass by value. 

Tables XV and XVI shows the percentage of energy saved 
after the implementation of these design patterns.  

TABLE XV 
PERCENTAGE OF ENERGY SAVED IN APPLOCKER APPLICATION 

Pattern 
Name 

Energy 
Consumption 
before Pattern 

Energy 
Consumption after 

Pattern 

Percentage 

Observer 
Pattern 

107 11.5 ↓ 89.26 

Facade 
Pattern 

107 83 ↓ 22 

Singleton 
Pattern 

107 118 ↑10 

Template 
Pattern 

107 62.6 ↓ 41 

Abstract 
Factory 
Pattern 

107 40.7 ↓ 61 

TABLE XVI 
PERCENTAGE OF ENERGY SAVED IN GERGEK APPLICATION 

Pattern Name Energy 
Consumption 
before Pattern 

Energy 
Consumption 
after Pattern 

Percentage 

Observer 
Pattern 

86 7 ↓ 91 

Façade Pattern 86 33 ↓ 61 

Singleton 
Pattern 

86 176.6 ↑105 

Template 
Pattern 

86 162.7 ↑89 

Abstract 
Factory Pattern 

86 29.3 ↓ 65 
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Among all these three patterns, the Observer pattern has 
given the best results. We can clearly see a noticeable decrease 
in energy consumption for both applications. Between Facade 
and Abstract Factory pattern results, Abstract Factory has given 
better results than the Facade pattern. 

VIII. CONCLUSION 

To reduce the energy consumption of Android applications, 
we have proposed a new approach by implementing different 
design patterns on two Android applications. After 
implementation, we see that the Observer pattern 
implementation has saved 89.26 % energy in case of 
AppLocker application and 91 % energy in case of Gergek 
application. Facade pattern has saved 22 % and 61 % energy for 
the AppLocker and Gergek applications. The amount of energy 
required by both Android applications after Singleton pattern 
implementation has shown a 10 % increase in AppLocker 
application and 105 % increase in Gergek application, which 
shows that Singleton pattern has not reduced the amount of 
energy required by both applications. Template pattern has 
conserved 41 % energy of AppLocker application but in Gergek 
application, the Template pattern has not conserved the energy. 
The amount of energy conserved by the Factory pattern 
implementation is 61 and 65 % in AppLocker and Gergek, 
respectively. In our proposed approach, the maximum amount 
of energy has been conserved by Observer and Factory patterns, 
followed by the Facade pattern. Template and Singleton 
patterns have not saved energy, rather these two patterns have 
caused an increase in energy consumption. 
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